Predictive Translation: High-Performance Buffer Management
Without the Trade-Offs

Michael Zinsmeister
michael.zinsmeister@tum.de
Technische Universitdt Miinchen
Germany

Viktor Leis
leis@in.tum.de
Technische Universitat Miinchen
Germany

Abstract

To efficiently manage larger-than-memory datasets, storage-based
database management systems (DBMSs) rely on buffer managers.
These are traditionally implemented using hash tables to translate
page identifiers (PIDs) to memory pointers. While this design offers
many practical advantages, prior studies have shown its perfor-
mance limitations and proposed alternative designs to close the gap
with optimized in-memory DBMSs. However, these modern designs
introduce systematic issues, such as intrusive implementations or
reliance on kernel modules, which ultimately hinder their adoption.
This paper challenges the notion that hash-table-based buffer
pools cannot deliver high performance. We introduce predictive
translation, a novel approach that combines the high performance
of modern approaches with the qualitative benefits of traditional de-
signs. Predictive translation achieves this by exploiting the capabil-
ities of commodity CPUs - particularly their superscalar execution
— through deterministic placement of pages to hide the excessive
latency of software-level hash table lookups. Our evaluation demon-
strates that our approach meets all practical requirements while
delivering performance at least on par with state-of-the-art alterna-
tives. We show that our design is a compelling solution for buffer
management in modern DBMSs running on fast storage devices.
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1 Introduction

Caching for disk-based DBMSs. Historically, database manage-
ment systems (DBMSs) relied on mechanical disks as their primary
non-volatile storage medium, necessitating a buffer manager for
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Figure 1: Modern buffer pools offer high performance but
have practical limitations that hinder adoption. Predictive
translation combines the robustness of traditional designs
with modern efficiency.

efficient data access. Traditional buffer pool designs commonly
use a hash table to map logical page identifiers (PIDs) to buffer
frames, i.e., the in-memory mirrors of the physical page [34]. This
hash-table-based approach offers numerous advantages, including
ease of use, implementation simplicity, robustness, and many more,
making it the de facto standard for DBMS caching.

From in-memory to SSD-optimized caching. Over the last
decade, hardware advancements have significantly reshaped the
DBMS landscape. Initially, falling DRAM costs resulted in the tran-
sition from disk-based DBMSs to high-performance in-memory
DBMSs, which completely discards the buffer pool to achieve opti-
mal performance [30, 35, 37, 48, 52, 57, 62, 73, 86, 92, 93]. However,
this trend was short-lived as DRAM prices stagnated; simultane-
ously, flash-based solid-state drives (SSDs) experienced dramatic
price drops [66]. Altogether, these hardware shifts have initiated
the development of SSD-optimized DBMSs that offer performance
comparable to in-memory systems when the working dataset fits
in memory [16, 51, 54, 66, 69, 80, 85, 98]. Achieving this efficiency
hinges on a lightweight buffer manager. To this end, techniques
like pointer swizzling [44, 60, 61, 69], Logical ID with Physical Ad-
dress Hinting (LIPAH) [24], and virtual-memory-assisted caching
(vmcache) [67] have proven to be particularly effective.
Qualitative problems. While these designs offer performance ad-
vantages, they come with significant qualitative trade-offs that limit
their practicality. For example, pointer swizzling [44] restricts each
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page to a single reference, making it unsuitable for workloads requir-
ing cyclic references, such as graph-like data structures. Another
design, vmcache [67], requires a kernel module to achieve good
performance, which has several practical issues (cf., Section 2.1).
These systematic issues stem from the fundamental aspects of their
designs, leaving limited room for viable workarounds and thereby
hindering widespread adoption. Given these challenges, it is worth
reconsidering the practical advantages of traditional hash-table-
based designs and asking whether a hash-table-based buffer pool
can achieve performance comparable to in-memory DBMSs.
Contribution: Predictive translation. In this work, we challenge
the prevailing belief that hash tables represent a major bottleneck
in DBMS buffer management. We tailor a novel buffer management
approach, predictive translation, that employs a hash table to map
PIDs to in-memory buffer frames, thereby avoiding the qualitative
shortcomings of modern buffer caches, as illustrated in Figure 1.
Nevertheless, predictive translation delivers high performance like
other state-of-the-art approaches, as demonstrated in Section 6.
The key idea is to exploit the superscalar execution capabilities of
modern CPUs by placing hot pages in predictable locations. This
enables the CPU to speculatively access their contents while the
hash table translation is still in progress, effectively masking its
overhead. We demonstrate that the proposed approach offers a
compelling solution for DBMS buffer management by achieving
both high performance and practical usability.

Outline. The rest of this paper is organized as follows: In Sec-
tion 2, we review existing buffer pool implementations and high-
light their limitations. Next, Section 3, explains the conceptual ideas
of predictive translation, specifically how it leverages the superscalar
execution of CPUs to improve performance. A lightweight hash ta-
ble design is presented in Section 4 that, despite its simplicity, is
highly efficient and serves as a crucial building block for our buffer
pool. Some implementation details follow in Section 5. Finally, we
evaluate our design in Section 6, discuss additional related work
in Section 7, and conclude in Section 8.

2 Buffer Management and Its Design Goals

In this section, we examine modern buffer management designs to
highlight their practical limitations compared to traditional hash-
table-based buffer pools. Based on this in-depth discussion, we out-
line the key design goals of a modern buffer cache - which explain
why recent proposals have struggled to gain widespread adoption.
Finally, we revisit traditional hash-table-based buffer pools to iden-
tify their performance bottlenecks, laying the foundation for our
proposed approach.

2.1 Buffer Management

Storage-based DBMSs typically structure data into fixed-size pages
ranging from 4 to 64 KB. These systems often employ a buffer man-
ager to cache frequently accessed pages and manipulate them [34].
The primary operations of these buffer managers involve efficient
page requests, where the DBMS translates from a PID into an in-
memory buffer frame that stores the content of the page. In the
following, we describe existing designs for DBMS buffer manage-
ment and discuss their problems in detail.
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Table 1: Comparative analysis of buffer pool designs.

impl. #pages meta.! perf. graphs

traditional [56] easy high low  low yes
ptr swiz. [44, 69] hard  high low  high no
LIPAH [24] med low low  high  vyes
vmcache [67] med?>  med high  high  yes

Predictive Transl. easy high low  high  yes

! Per-page metadata overhead
2 Require OS modification; Hard to support sampling-based eviction

Traditional: General-purpose hash table cache. The most com-
mon design for buffer management is to use a general-purpose
hash table. In this design, every page request involves a hash-table
lookup: if found, the corresponding buffer frame is returned; other-
wise, the buffer manager allocates a new frame for the correspond-
ing page and reads its content from storage. It may also need to evict
a currently cached page to free space. The typical API consists of fix,
which pins and latches a page — loading it from storage if necessary
- and unfix, which unpins and unlatches the page [34]. This design
is robust and incurs minimal memory overhead, hence it is the
standard for traditional DBMSs such as MySQL [3], PostgreSQL [4],
SQLite [5], and even high-performance research systems like Shore-
MT [56].

Traditional: Performance problems. However, despite its many
qualitative advantages, previous works argued that such a hash-
table-based design results in sub-optimal in-memory performance [30,
44, 52, 66, 67, 69], leading to the introduction of the three mod-
ern buffer management approaches: pointer swizzling [44, 69], LI-
PAH [24], and vmcache [67].

Pointer swizzling: Invasive caching. The introduction of in-
memory DBMSs has driven the demand for a low-overhead buffer
cache, with pointer swizzling emerging as a promising solution [12,
44, 69]. The key idea is to convert every page request into a sin-
gle pointer dereference, where the pointer directly references the
memory address of the associated buffer frame. This is achieved by
invasively modifying the data structure to replace PIDs with the
memory addresses of the corresponding frames. Pointer swizzling
has demonstrated exceptional performance, even identical to in-
memory systems when the working set fits in memory [44, 69, 80].
Pointer swizzling: Practical issues. The key problem of pointer
swizzling is its invasive design, which complicates data structure
implementation and synchronization. For example, page eviction
in pointer swizzling involves exclusively latching both the to-be-
evicted page and its parent node [43, 66, 69]. Another significant
limitation is that pointer swizzling typically does not support multi-
ple references to pages in real-world implementations, a feature that
is crucial for graph-like data structures and B+tree scan operations
involving sibling pointers [24, 64].

LIPAH: Addressing problems of pointer swizzling. Logical ID
with Physical Address Hinting (LIPAH) [24] is a buffer pool design
inspired by pointer swizzling. That is, instead of storing a swizzled
pointer, LIPAH maintains a fat pointer — a pair consisting of both the
PID and the memory address of the buffer frame. Doing so allows
the frame address to be incorrect, as the buffer pool can detect
mismatches and fall back to a hash-table lookup using the PID. This



Predictive Translation: High-Performance Buffer Management Without the Trade-Offs

design also helps LIPAH avoid the single-reference limitation of
traditional pointer swizzling.

LIPAH: Limited PID space. A major limitation of LIPAH is its
restricted database size. Since LIPAH represents PIDs with only 4
bytes, it can address at most 232 pages. With a 4KB page size, this
limits the database to just 17TB - far smaller than other approaches
and insufficient for datacenter-grade NVMe SSDs [8, 10, 47-49]. Ad-
ditionally, LIPAH still necessitates invasive modifications to index
data structures like pointer swizzling to achieve optimal perfor-
mance, leading to increased complexity.

Virtual-memory assisted cache. Leis et al. [67] proposed a virtual-
memory assisted buffer manager (vimcache), another lightweight
and high-performance approach for buffer management in storage-
based DBMSs. This design leverages the OS page table for trans-
lating PIDs to buffer frames, an operation that is inherently fast
for in-memory workloads due to hardware acceleration from the
Translation Lookaside Buffer (TLB) and CPU support for page table
walks. Despite its simplicity, vicache introduces several significant
problems:

e Dependency on a kernel module: This approach relies on a
kernel module (exmap) to achieve high-performance in out-
of-memory workloads. Given that OS kernels evolve rapidly
and frequently deprecate internal APIs, maintaining exmap
(e.g., for compatibility with different kernel versions, secu-
rity concerns') becomes burdensome and undesirable. eBPF
is a more secure alternative [23, 32]; however, its strict se-
curity constraints significantly limit programmability [23].
Because of these restrictions, eBPF does not yet support
page table modifications. It remains uncertain whether such
functionality will ever be introduced due to security require-
ments. Finally, eBPF modules must still be loaded with root
privileges, which continues to pose a usability issue.

o Excessive metadata overheads: vincache needs to allocate
buffer frames (and their associated headers) proportional to
the size of the storage media. For instance, with a modern
enterprise SSD of 30TB [8, 10], the DBMS manages approxi-
mately 8 billion 4KB pages. Assuming the frame header is 64
bytes (used by PostgreSQL [4]), this results in a staggering
480GB of memory overhead solely for buffer pool metadata.

o Hard to support sampling-based eviction strategy: The second
constraint also rules out the use of efficient sampling-based
cache eviction strategies, such as WATT [94] and Hyper-
Bolic [21], which are highly relevant for optimizing DBMS
workloads as highlighted in these studies. These strategies
require per-page metadata to be stored in a quickly accessible
place like the buffer frame header.

e Limited page capacity: The high metadata overhead high-
lighted above also directly limits the number of physical
pages on disk that vmcache can manage. Notably, even the
system used to evaluate vimcache had only 512GB of mem-
ory [67], implying that vimcache will struggle to scale with
modern storage.

'When we evaluate vmcache(+exmap), we have to disable OS secured boot and Super-
visor Mode Access Prevention [2]; both pose significant security risks.
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2.2 Design Goals

Based on the previous analysis, we can outline five key design goals
that a modern buffer manager should satisfy:

(1) High performance: Achieves performance comparable to pure
in-memory DBMSs when the dataset fits in memory. This
requires the buffer pool to be highly efficient, introducing
minimal overhead. Ideally, a translation should be at most
around one CPU cache miss, like in pure in-memory sys-
tems [66, 69, 80, 102].

(2) Low memory overhead: Metadata size is proportional to the

buffer cache size rather than total storage size. This allows

for richer per-frame metadata like contention statistics for

B-Tree pages, which are used by contention-split [13]. It also

enables sampling-based eviction strategies [21, 94], improv-

ing performance in out-of-memory workloads.

Portability: The buffer pool should avoid reliance on OS mod-

ifications or kernel modules, and also offer straightforward

APIs that don’t necessitate changes to other subsystems (e.g.,

indexing data structures).

(4) Multiple page references: Support for cyclic/multiple page
references without negatively impacting the implementation
of index data structures.

(5) Unlimited number of pages: The buffer pool should accom-
modate a (practically) unlimited number of pages and not be
limited by per-page metadata overhead or a 32 bit address
space.

—
W
=

Since using a hash table for buffer pool translation satisfies all
but the performance-related design goals (i.e., goals 2-5), a promis-
ing approach is to address the performance issues directly rather
than attempting to fix the qualitative shortcomings of alternative
designs, which often stem from their fundamental architecture. In
this paper, we introduce a novel buffer management approach, pre-
dictive translation, that achieves high performance by exploiting
the capabilities of commodity CPUs, especially their superscalar
execution, to hide the overheads typically associated with general-
purpose hash tables. Table 1 summarizes the conceptual differences
between our solution and previous buffer managers.

2.3 Superscalar Execution: Best Practices

As hinted at through previous sections, predictive translation takes
advantage of superscalar execution to improve performance. Here,
we provide a brief explanation of how superscalar execution works
using the following example:

// Independent accesses

T datal = *ptri;

T data2 = *ptr2;

// Dependent accesses
T* ptr2 = *ptri;
T data = *ptr2;

Assuming both code snippets incur two cache misses, the inde-
pendent version (right) enables modern CPUs, which all have a
superscalar architecture, to issue both loads in parallel. In contrast,
the dependent version (left) introduces a serialization bottleneck:
the second load must wait for the first to complete. This depen-
dency can nearly double the execution time. Given that memory
accesses are considerably more expensive than arithmetic or logic
operations, such dependencies have a substantial negative impact
on overall performance.
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Figure 2: Analysis of a traditional buffer manager (e.g. Shore-
MT) reveals two bottlenecks: (1) Bucket latch and (2) Each page
request undergoes multiple sequential indirections (red arrows),
together causing significant overheads.

2.4 Analysis of Traditional Hash-Table-Based
Buffer Managers

Prior research has argued that using a hash table for buffer pool
translation introduces significant overheads, making it unsuitable
for high-performance in-memory workloads [24, 52, 67, 69]. To
understand this conclusion, we must first examine the bottlenecks
that hash tables introduce in buffer management. In this section, we
analyze the buffer manager of Shore-MT [9, 56] to understand the
performance behavior of previous hash-table-based buffer pools,
and show it in Figure 2. Note that we will continue using Shore-MT
as a representative for traditional buffer management, as its buffer
manager design offers high-performance and is very similar to the
ones used in systems like PostgreSQL or InnoDB [9, 56].
Problem #1: Hash table translations. One key takeaway from
modern buffer pools is that PID-to-buffer-frame translations incur
virtually no cost. For example, pointer swizzling [44, 69] embeds
the memory address of the buffer frames directly within index
structures, hence requiring no translation; vimcache [67] leverages
the TLB to deliver efficient translations. In contrast, the hash-table-
based translations, as used in Shore-MT [9, 56] and many other
DBMSs such as MySQL and PostgreSQL, are significantly more
expensive — typically several times costlier than modern alterna-
tives. Specifically, in Shore-MT, the buffer pool is partitioned into
multiple buckets, requiring each page request to probe two possible
locations following the Cuckoo hashing scheme [38, 56]. As illus-
trated in Figure 2, these probes must be executed sequentially, each
acquiring a latch to safely iterate through a list of buffer control
blocks (i.e., frame headers) containing metadata, the page latch,
and the buffer frame’s memory address. This process is inherently
more computationally expensive than the translation mechanisms
employed by modern buffer pools.

Problem #2: Dependent operations. This issue stems directly
from the first problem: each level of indirection — PID to bucket,
bucket to translation slot, slot to frame header, and frame header
to buffer frame — depends on the result of the previous step. Con-
sequently, every page request triggers a sequence of dependent
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operations (red arrows in Figure 2), each likely causing at least one
cache miss and adding to the overall latency. As noted in Section 2.3,
this chain of dependencies directly conflicts with superscalar exe-
cution, limiting the CPU’s ability to parallelize and accelerate the
costly buffer pool operations. Furthermore, as shown in Figure 2, an
additional latch, the page latch, further exaggerates the performance
of page request operations beyond the bucket latch. The page latch,
which is typically placed within the frame header, is essential for
synchronizing page accesses and implementing the latch coupling
mechanism in index concurrency control [13, 56, 70, 79]. Altogether,
this dependency chain, combined with the delays introduced by
latching at different steps, significantly increases the latency of
page request operations.

Summary. The main issue is that the hot path in Shore-MT’s
and similar systems’ buffer pool operations is computationally
expensive. Specifically, each page operation involves (1) numerous
latches, which can introduce delays due to contention and also
trigger CPU cache invalidation, and (2) multiple dependent memory
accesses. These factors hinder performance and lead to limited
scalability, falling short of our performance goals.

3 Predictive Translation

In a conventional buffer pool, the buffer frame corresponding to
an arbitrary PID can reside anywhere in memory, necessitating a
hash table lookup to locate its address. Consequently, every page
request involves at least two dependent operations: a hash table
translation followed by buffer frame evaluation (i.e., a page read).
This dependency chain introduces latency and makes traditional de-
signs notably slower than modern caching designs (and in-memory
DBMSs), as discussed in Section 2.4.

3.1 Decoupling Translation from Access

Traditional memory pool: Problems. In conventional designs,
buffer managers rely on a hash table to translate logical PIDs into
buffer frame addresses [34, 52]. This design is simple and robust,
explaining why it is widely adopted in many DBMSs like ShoreMT,
PostgreSQL, and many more [3-5, 9]. However, this design suffers
from performance limitations: Each page request incurs multiple
cache misses due to at least two dependent operations. The primary
reason is that buffer frames are assigned to PIDs randomly, so the
system must perform a lookup in the translation layer to determine
the frame address for every PID [34, 56].

Idea: Making buffer frames predictable. This raises an interest-
ing question: what if we could accurately predict the buffer frame
for any given PID? In that scenario, if the hash table translations are
also non-blocking (cf., Section 4), the DBMS could leverage super-
scalar execution to interleave two operations: reading the translated
buffer frame and PID translation. As a result, while our buffer pool
still incurs those two operations, they are executed in parallel within
a single CPU core, effectively reducing the perceived latency to that
of a single page read.

Predictive translation. Building on this intuition, we introduce a
novel concept: Predictive translation, where the buffer frame for a
given PID can likely be predicted in advance. This enables us to ac-
curately predict the memory address associated with the requested
PID, exploiting superscalar execution to unlock high performance.
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Listing 1: Costly page access in traditional design

// 1-2 cache misses from translation 1
BufferFrame* bf = hashtable.lookup(pid); 2
// perform read on page; depends on above op 3
read(bf) 4
// = total of 1 cache miss + page access 5

¢ else:

BufferFrame* correct_bf = hashtable.lookup(pid) //
// predicting page is in its preferred position
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Listing 2: Predictive Translation: Fast path for in-memory workloads

1 cache miss

BufferFrame* pred_bf = getPreferredBufferFrame(pid)
if (isPreferredPosition(correct_bf)): // rely on CPU branch predictor
read(pred_bf) // interleave with

— superscalar exec.

7 read(correct_bf) // (rare) slow path

Our solution, inspired by ideas from vmcache [67], is to logically
assign each PID a dedicated preferred position/frame in the memory
pool. For instance, PID 2 may be assigned the second buffer frame,
even if that frame does not necessarily always contain the actual
content of page 2. This strategy enables an optimistic assumption
that a PID maps directly to its preferred frame. As a result, page op-
erations can proceed in parallel with the PID-to-frame translation,
reducing overhead and improving performance.

In-memory benefit. Listings 1 and 2 compare traditional memory
pool designs (Listing 1) with predictive translation (Listing 2). In the
traditional approach (Listing 1), page reads must occur sequentially
after hash table translation, making them costly. In contrast, predic-
tive translation (Listing 2) masks most of the hash table overhead
(line 2) with the page read (line 6), assuming these translations do
not block. Consequently, a page read becomes significantly cheaper,
appearing without hash table operations. As a result, the fast path
in our buffer pool design is also the most common execution path
when the dataset fits in memory (cf., Section 3.2), achieving perfor-
mance akin to other modern buffer pools for in-memory workloads.
Misprediction effect. However, our design may occasionally make
incorrect predictions, i.e., line 5 in Listing 2 evaluates to false. Such
a misprediction involves two page reads, which is more expensive
than a typical CPU cache miss. Nonetheless, we argue that as long
as the hot pages (i.e., frequently accessed ones) are kept in their
preferred locations, the overall performance benefit remains sub-
stantial. Moreover, in case of a misprediction, the thread would
typically be stalled waiting for the hash table translation anyway,
which helps mask the additional cost. The placement of cold pages,
by contrast, has little impact and can be handled arbitrarily. Fur-
thermore, in typical transactional workloads, effective buffer frame
management can reliably place most hot pages into their expected
frames. In Section 3.2, we detail how we organize buffer frames to
ensure that hot pages will primarily reside in their preferred frame.
How to determine preferred position? To determine the pre-
ferred position, we use a hash function on the PID and apply a
modulo operation with the buffer pool size. The calculated value
from hashing PID can also be reused to avoid hashing a second
time. Since the integer division required for modulo is typically
slow, we precompute magic numbers at startup to replace division
with faster multiplication operations [45].

3.2 Managing Frame Conflicts

A key challenge in our design is that multiple PIDs inevitably share
the same preferred buffer frame. For example, in a buffer pool with
10 pages, PIDs 1, 11, 21, and so on will all share the same preferred
frame - assuming we use modulo identity hash function to evaluate

the preferred position. As a result, when allocating a frame for such
PIDs, the preferred frame is often occupied, requiring a fallback
to a random free frame. Without a carefully designed strategy,
most PID-to-frame mappings would deviate from their preferred
positions, undermining the performance gains outlined in Listings
1 and 2. In the following section, we describe how we manage the
page lifecycle to maintain a high degree of determinism within the
memory pool with little performance overhead.

Observation. In transactional workloads, data access patterns often
exhibit a natural separation between hot and cold data. A significant
portion of the cold data consists of one-hit wonders — pages that
are accessed only once or very infrequently [17, 72]. These pages
provide little opportunity for reuse and thus do not benefit from
long-term caching. Therefore, we do not need to assign preferred
frames to those pages.

Page lifecycle. Building on this observation, we propose the fol-
lowing page lifecycle:

@ Promote
Arbitrary Preferred
Position I : Demote for | Position

hotter page

O Evict

0 Load

First, @ the DBMS loads the page from storage into an arbitrary
free frame, assuming that the page is a one-hit wonder, unless the
preferred frame is available for allocation. Second, @ upon sub-
sequent accesses, the DBMS acknowledges that the page is not a
one-hit-wonder; as such, if the requested PID is not already mapped
to its preferred position, the DBMS probabilistically promotes it to
the preferred frame for more efficient accesses later.

Handling demotion. A previously promoted PID may already
occupy the preferred buffer frame. In such cases, the DBMS uses a
reduced promotion probability to mitigate thrashing. If the current
PID is hotter, @) it will eventually be mapped to the preferred frame
by demoting the resident one. We note that the hotness level is not
tracked explicitly; it is done based on a probabilistic approach for
elasticity — which is detailed in Section 5. Lastly, if the page is later
selected for eviction @), the buffer pool removes the PID and marks
the associated frame available for re-allocation.
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(b) Predictive translation
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Figure 3: Comparison between a traditional buffer pool design (a) (simplified version of Figure 2) vs. Predictive Translation (b).

4 Hash Table for Predictive Translation

In Section 3, we discuss the key concept of predictive translation,
which enables the buffer manager to interleave hash table opera-
tions with buffer frame evaluation by leveraging superscalar exe-
cution. This design imposes two critical requirements on the un-
derlying hash table implementation. First, hash table operations
must be as lightweight as possible; traditional designs often employ
complex conflict-resolution mechanisms that make them computa-
tionally expensive and possibly hinder the benefits of superscalar
execution. Second, these operations must be lock-free; otherwise,
the translation step could block the concurrent execution of buffer
frame evaluations. It is worth noting that general-purpose lock-free
hash tables are notoriously tricky to implement correctly and tend
to be computationally costly [59]. To address these challenges, this
section introduces a set of simple yet effective techniques that en-
able fast, scalable, and lock-free hash-table-based translations for
the buffer pool.

4.1 Lightweight Translation

In a hash-table-based buffer manager, a hash table maps PIDs to the
memory addresses of the corresponding buffer frames. The mapping
is determined by the memory pool component of the buffer pool
(see Section 3). The hash table consists of multiple translation slots
to store this mapping, and these slots may also include collision
resolution information, such as linked lists in chaining hash tables.
Background: Traditional design. Traditional designs usually use
a general-purpose hash table synchronized by traditional latches.
For example, Shore-MT implements a Cuckoo hash table as the
translation layer for its buffer pool [9, 56]. The buffer pool is orga-
nized into buckets, with the number of buckets set to approximately
1.79% of the configured buffer pool size?. This design, combined
with the Cuckoo scheme, minimizes collisions.

Problems of traditional design. Despite its advantages, this de-
sign introduces significant performance bottlenecks. As illustrated
in Figure 3(a), fixing page P2 in Shore-MT involves a sequence of
multiple, dependent steps: First, @ it identifies the corresponding
bucket, acquires the bucket latch, and looks up the control block
for P2. Next, @ it dereferences the control block to retrieve the

2Shore-MT targets a maximum hash table fill factor of 56% as defined in src/s-
m/bf_core.cpp, line 429 (commit #3f28d8f) [9].

memory address of the corresponding buffer frame. Finally, @) it
still has to dereference the buffer frame address to read the page.
This multistep translation process, coupled with an exclusive latch
that can introduce delays, results in substantial overhead.
Chaining hash table. A key observation is that, with a sufficiently
large hash table, most translations will not conflict. Consequently,
if the PID translation typically resolves in the first probed position,
the expected CPU cache miss cost is reduced to one, rendering
closed-addressing comparable in performance to open-addressing
schemes. Closed-addressing, particularly chaining, offers advan-
tages in concurrent environments due to its simplicity: only one
latch per key is relevant. In contrast, open-addressing approaches
such as Cuckoo hashing or linear probing involve entry reloca-
tion. This not only increases implementation complexity but also
sometimes requires a single reader to hold many latches simultane-
ously, thereby introducing contention. Given these considerations,
we choose a chaining hash table design for its simplicity and its
suitability for highly concurrent workloads without compromising
performance.

Inlining first slot. Moreover, since most translations are expected
to land in the first slot of the chain, we propose inlining this slot
within the translation array to improve cache locality, as illus-
trated in Figure 3(b). As we will show later in Section 6, simply
pre-allocating a large enough chaining hash table with an inlined
first slot makes PID translation highly lightweight, laying the foun-
dation for a high-performance buffer pool. We also inline the buffer
frame header directly into its hash table entry, eliminating an addi-
tional indirection.

Discussion: Why separate buffer frame and frame header. Leis
et al. [69] advocate placing the buffer frame header directly before
the frame in memory. This inlined layout works well with pointer
swizzling, as there is no obvious alternative without introducing
another indirection. In contrast, our design separates frame headers
and buffer frames: headers are stored in the hash table, while buffer
frames reside in a dedicated memory pool. Although the inlined
layout might seem applicable to our design, it introduces a major
drawback: Frames must be 512-byte aligned to support direct I/O.
This leads to substantial memory overhead due to padding - a
problem also present in LeanStore. By decoupling headers from
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frames, we avoid this problem while achieving optimal performance
and resource efficiency.

4.2 Lightweight Synchronization

Pre-allocating a large chaining hash table effectively reduces hash
table collisions and eliminates multiple dependent translation steps.
However, hot pages may still be accessed concurrently by many
threads, leading to contention on the bucket latch—whether im-
plemented as a standard mutex or a reader-writer latch, since
both incur a memory write for each latch operation. Therefore, an
efficient and lightweight mechanism is required to synchronize
hash table operations between multiple threads. In this section,
we first examine the problems with traditional designs and then
present our approach to address them.

Bucket latch in traditional designs. Collisions are often handled
at the bucket granularity, with each bucket protected by a test-and-
set latch. This design requires all page operations, including page
read, to acquire the latch in exclusive mode, preventing concurrent
threads from accessing the conflicting frame, even for read oper-
ations. One potential improvement is to use reader-writer latch;
however, as we will demonstrate later in Section 6, this approach
still suffers from significant scalability issue — a finding consistent
with previous studies [70, 89].

Observation #1: Collision chains are short. As discussed in Sec-
tion 4.1, by using a large chaining hash table, the fill factor becomes
small, leading to a minimal collision ratio. In other words, a major-
ity of chains are short: most of them will comprise only one slot. As
shown in Section 6.6, a well-configured setup, e.g., with a maximum
fill factor of 75%, ensures that 92% of chain lengths do not exceed
two. Therefore, it is enough to have one latch for the entire bucket
instead of each element. This is especially true if that latch allows
for scalable read operations.

Observation #2: Lock-free enables superscalar execution. Lock-
free collision chains, e.g., a lock-free linked list, may seem like the
most natural solution. This eliminates strongly serialized instruc-
tions like atomic read-modify-write for read operations. As a result,
commodity CPUs can leverage superscalar execution to overlap the
bucket and page accesses, effectively hiding their latency.
Optimistic latch. Given that collision chains are typically short,
conflicts are rare, and modifications are infrequent, we advocate
using an optimistic latch for efficient chain synchronization. Op-
timistic latches are often implemented using a version counter
that increments whenever the latch transitions out of exclusive
mode [22, 71, 77]. Upon latch acquisition, the system (1) retrieves
the current latch version, then (2) iterates through the chain to
find the corresponding frame, and (3) validates the latch version to
detect any concurrent updates or inserts®.

Summary. By leveraging optimistic latching, the synchronization
becomes lightweight and is simple to implement. PID translations
are also very efficient as commodity CPUs can internally parallelize
two operations — optimistic latching and page access — using super-
scalar execution. The translation step is then very cheap as chains
are short and mainly comprise only one element. When combined

3Lock-free accesses also require a memory reclamation strategy, with some lightweight
strategies, i.e., trivially affects system operations and performance, including epoch-
based reclamation and hazard pointers [53, 65, 74, 78, 95].
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Figure 4: Walk-through example of promotion operation.

with predictive translation described in Section 3, the proposed
buffer pool design can interleave hash table translation with page
access, effectively achieving high in-memory performance.

5 High-Performance Implementation

We will now summarize how all the conceptual components work
together to ensure high performance, using page access operations
and synchronization as the means of explanation.

5.1 Buffer Pool Operation

Page caching states. Page caching states — indicating whether a
frame is shared/exclusively latched or invalid - are stored alongside
the frame header in the optimized hash table described in Section 4.
Combined with the version counter required for optimistic latch
coupling [70], these page states can be implemented using a 64-bit
atomic variable (e.g., std: :atomic<uint64_t> in C++), enabling
efficient state transitions via compare-and-swap operations.

Common page operations. Most page operations are similar
to those in other buffer pool designs. Specifically, when a page
is allocated, the buffer pool determines a free buffer frame from
the free list, a data structure that maintains all the unused buffer
frames of the memory pool [9, 56, 69]. A new frame header entry
is then inserted into the translation layer (i.e., hash table Section 4),
pointing to the allocated buffer frame. Page accesses, whether read
or write, follow the procedure outlined in Listing 2, and the page
state in the frame header is updated accordingly (e.g., page updates
increase the version counter of the latch). During eviction, the
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DBMS first latches the frame in Exclusive mode, marks the buffer
frame as available for reuse by inserting its pointer back into the
free list, and then removes the corresponding frame header from
the translation layer.

Promotion implementation. The primary implementation differ-
ence lies in the promotion mechanism. As explained in Section 3.2,
promotion is only considered for pages already resident in the
buffer pool. Starting with the second access, the DBMS probabilisti-
cally promotes a page and potentially demotes the one stored in the
associated frame. We adopt a probabilistic approach primarily for
its simplicity. Accurately determining the relative hotness of pages
- such as whether page X is hotter than page Y — would require (1)
tracking additional statistics and consuming extra memory and (2)
complex coordination with the cache eviction submodule. Instead,
probabilistic promotion naturally favors hot pages: since they are
accessed more frequently, they are more likely to be promoted into
their preferred frames.

Promotion process. The promotion process is illustrated in Fig-
ure 4 and proceeds as follows:

(a) Assume P6 is a hot page eligible for promotion, and its preferred
slot is the first buffer frame - currently holding the in-memory
content of P20.

(b) Transition both P6 and P20 to Exclusive mode by updating
their page states accordingly. After that, a new buffer frame
(from the free list) is allocated to clone the content of the de-
moted page P20. Update the hash table entry for P20 in the
translation layer to point to this new frame and then release
the latch on P20.

(c) Copy the content of P6 into its preferred buffer frame, update
the corresponding translation entry in the hash table, and then
release P6’s exclusive latch.

(d) Finally, subsequent accesses to P6 can now benefit from super-
scalar execution, as illustrated in Listing 2.

Cost of promotion. Promotion may seem costly because it incurs
a full memory copy for a database page. In practice, however, pro-
motion is cheap as the cost of memory copy is amortized over many
page accesses: Promotion occurs infrequently — only with a small
probability (we chose é if the promotion would not lead to a demo-
tion, ;12 otherwise). As a result, most hot pages are quickly placed
in their preferred positions, after which further copying is rare. For
out-of-memory workloads, the overhead of page copies is negligi-
ble compared to I/O latency; meanwhile, hot pages (such as B-tree
inner nodes) tend to stay in their preferred frames. Although cold
pages may incorrectly be promoted, (1) hot pages will soon reclaim
those frames, and (2) the occasional cost of incorrect promotion
is likewise amortized over time. In short, while full-page copying
is inherently expensive, its impact is limited and the performance
gains from predictive translation far outweigh the cost. We will
further demonstrate this in a microbenchmark in Section 6.7

5.2 Page Operation

Optimistic page access. While the concept of exploiting super-
scalar execution is straightforward, its actual implementation is
more intricate. In Listing 3, we present the pseudocode of how we
serve optimistic page reads with predictive translation. First, €
the predicted frame for the target PID is computed. Then, @) inside

Zinsmeister et al.

Listing 3: Optimistic page read.
void readOptimistic(u64 pid, lambda readCallback):
/7 0 determine the predicted frame
BufferFramex predictedFrame = predictFrame(pid);
while true: // 9 optimistic read loop
[FrameHeader* fh, u64 latchState] = ht.find(pid);
// e fast path requires 3 conditions:
if (fh != nullptr // (1) page is in buffer cache
&& isUnlatched(latchState) // (2) not being latched
&& fh->isInPredictedFrame): // (3) in pred. frame
// superscalar execution can happen after the return
// using the predicted frame
readCallback(predictedFrame, latchState)
// check if version has changed
if (fh.latchState == latchState): return
else: continue // retry if value changed during read
// o load page from storage if not in cache
if (fh == nullptr):
loadPageFromStorage(pid)
continue
// e slow path - use frame pointer from frame header
if (isUnlatched(latchState)):
readCallback(fh.framePtr, latchState)
// Check if version has changed
if (fh.latchState == latchState):
maybePromote(pid) // probabilistically promote page
return
else: continue // retry if value changed during read

the optimistic read loop [53, 70], @ we try to execute the fast path
— assuming PID is in predicted frame to benefit from superscalar
execution. This fast path requires three main conditions: the page
(1) must currently reside in the buffer pool, (2) not be latched in
exclusive mode by another thread, and (3) in its predicted frame. If
so, the system executes the read callback, which contains the data
structure page access logic, on the predicted frame. This is also
where the superscalar execution comes into play: The parallel exe-
cution of the hash table lookup and the page read is not triggered
explicitly anywhere in the code. The introduction of the branch
under @ simply gives the CPU the opportunity to speculatively
execute the page read. Note that, as discussed earlier in Listing 2,
the CPU’s branch predictor also plays a role in this process: most
of the hot pages will satisfy the three above conditions; if the pre-
diction is wrong, the page is not hot enough to justify fast-path
optimization. In the case that a misprediction happened and the
CPU still speculatively executed the branch, there is nothing to be
done in the code, as the CPU will transparently flush the pipeline
and therefore discard all of the wrongly calculated results. It will
then simply wait for the hash table lookup to be ready and use the
pointer from there. Finally, if the page is either @ not yet in the
buffer pool and/or @ not sufficiently hot, we fall back to the slow
path by calling the read callback on the translated frame address.
In this case, the page may also be probabilistically promoted to its
preferred frame.
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Figure 5: In-memory evaluation.

6 Evaluation

This section presents an empirical evaluation of predictive transla-
tion in comparison with several state-of-the-art buffer pools. The
evaluation focuses on two primary aspects: (1) showing predictive
translation can be at least on par with the best existing approaches
under both in-memory and out-of-memory workloads, and (2) pro-
viding a qualitative comparison highlighting its design benefits
relative to modern alternatives. Through this evaluation, we aim
to provide a comprehensive understanding of modern buffer man-
agement techniques and demonstrate why predictive translation is
superior to all existing designs.

Experimental setup. All performance measurements were per-
formed on a single-socket server with 384GB of RAM and an AMD
EPYC 9645P CPU with 96 cores (192 hardware threads). We use
Ubuntu with Linux kernel version 6.8. The storage device used in
all experiments is a single Kioxia CM7-R PCle 5.0 NVMe SSD.
Implementation. We implement our buffer pool design from
scratch in C++ into a prototype called PrediCache and integrate it
with a B-tree that supports variable-sized objects, using optimistic
latch coupling to ensure efficient concurrency control. The page
size is set to 4KB, which has been discussed as optimal for SSD-
optimized DBMSs [48, 49]. The hash function we use, for both the
hash table and the predictive translation, is MurmurHash2 [18].
The hash table is sized at twice the buffer pool capacity, resulting
in a low expected fill factor for most chains.

Competitors. We compare PrediCache against several state-of-
the-art storage engines: (1) LeanStore [12, 69], (2) vimcache [67],
integrated with the exmap kernel module for optimal performance,
(3) WiredTiger, and (4) LMDB. Both LeanStore and WiredTiger
employ the pointer swizzling mechanism for buffer management.
The conceptual design of LIPAH is based on pointer swizzling, with
a minor extension that allows falling back to hash table translation
when the PID is invalid. This fallback mechanism addresses some
of the known limitations of pointer swizzling; however, as a result,
LIPAH’s performance remains upper-bounded by that of pointer
swizzling. Hence, we exclude LIPAH from our evaluation.
Baseline implementation. In addition, we implement a base-
line hash-table-based buffer pool, denoted as traditional, which
incorporates several key features of traditional approaches like the
Shore-MT buffer manager:

o A read-write spin latch protects each hash table bucket. This
offers an upper bound compared to the test-and-set latch

used in Shore-MT [9], which supports latch acquisition only
in exclusive mode.

o A large hash table is used to eliminate collisions almost
entirely.

o Traditional memory pool, i.e., without predictive translation
described in Section 3.

Accessing a buffer frame requires three pointer dereferences (i.e.,
hash table bucket, buffer frame header, and buffer frame), which
is typical of conventional buffer pools. This configuration avoids
collisions and ensures that almost every non-empty hash table
chain holds exactly one slot. Additionally, it uses optimistic latch
coupling for B-tree pages. Together, these features form an upper-
bound approximation of traditional buffer pool implementations
like Shore-MT [1, 9], which do not utilize optimistic page latches.
Competitor setup. To isolate the conceptual performance dif-
ferences for a fair comparison of buffer management, we turn
off logging and configure all systems to operate under their low-
est supported isolation levels. Where applicable, direct I/O is en-
abled to minimize OS-level caching effects and improve I/O laten-
cies [12, 48, 81]. All systems are configured with their default page
size of 4KB, except WiredTiger, which uses its default of 2KB for
inner pages and 32KB for leaf pages. For LMDB, we (1) enable the
MDB_NOSYNC option to mimic the behavior of PrediCache — data-
base pages are only flushed to the storage when necessary, and (2)
disable OS-level read-ahead, which helps improve LMDB out-of-
memory performance. In the case of LeanStore, we allocate 12 page
provider threads for page eviction - the empirically optimal setting
in our test environment.

6.1 In-Memory Evaluation

We first evaluate the in-memory performance with three popular
workloads: TPC-C, random lookup (i.e., uniform YCSB read-only),
and a skewed random lookup (YCSB with = 0.9). Note that random
lookup is the worst-case workload for our design, as the hit rate
of predicted positions will be the lowest possible, since all leaf
pages are equally hot/cold. The buffer pool is 256GB in all systems.
The number of warehouses used in TPC-C is 200, resulting in a
data set of 40GB initially. For random lookup and skewed YCSB,
there are 100 M entries, each entry is a pair of 8-byte uniformly-
distributed keys and 120-byte values, leading to 20GB of data stored.
The experimental results are shown in Figure 5.
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Figure 7: IO rates in the TPC-C out-of-memory workload

Conventional competitors. WiredTiger and traditional both per-
form poorly all three workloads. In the case of the traditional com-
petitor, its performance suffers due to the use of a read-write spin
latch combined with multiple levels of translation dependencies
(see Section 2.4). WiredTiger, despite employing pointer swizzling,
also shows weak performance — primarily because of its isolation
level enforcement. Specifically, for general read-write workloads,
WiredTiger only supports isolation levels not lower than read com-
mitted; read uncommitted can only be applied for read-only transac-
tions, in which scenario WiredTiger will perform comparably with
modern designs as illustrated in [12]. LMDB, meanwhile, scales
poorly on TPC-C due to its single-writer architecture.

Our design vs. vincache and pointer swizzling. These three
buffer cache designs perform similarly in random lookup. The
skewed YCSB workload shows both vmcache and PrediCache out-
performing LeanStore (which implements pointer swizzling). For
TPC-C, PrediCache substantially outperforms vmcache and LeanStore
- 34% and 19% at 192 threads, respectively. The largest performance
gaps occur in the TPC-C benchmark, where the closest competitor
to PrediCache is vmcache.

Detailed comparison with vimcache. PrediCache outperforms
vmcache for three reasons. First, the TPC-C workload frequently
allocates new pages, which triggers exmap system calls in vmcache
and incur more kernel cycles compared to PrediCache. Second,
vmcache faces a scalability problem due to its page state array,
implemented as a list of atomic<u64>. In this design, eight page
states share a single cache line, causing cache-line ping-pong when
adjacent page states are updated and/or accessed concurrently —

10

TPC-C throughput by about 400k TX/s, roughly 7% throughput.
Detailed comparison with pointer swizzling. Our design sur-
passes LeanStore by employing a more efficient and compact B-tree
structure. This advantage stems from our ability to support multiple
page references — a capability that LeanStore lacks, as explained
in Section 2.1. Although LeanStore’s B-tree could theoretically be
optimized to achieve similar performance, its inherent qualitative
limitations make such improvements considerably more difficult
than with vmcache and our buffer pool [13, 24].

6.2 Out-Of-Memory Evaluation

Let us now move the focus to data sets that are larger than the
allocated buffer pool. In this benchmark, all systems employ a
buffer manager of 128GB and use 192 worker threads®. We also
use the same three workloads, TPC-C, random lookup, and skewed
YCSB, with different configurations to ensure the data is larger than
the buffer pool. Specifically, we use 5000 warehouses for TPC-C
and 5 billion key-value pairs for random lookup and YCSB; all are
roughly 1TB in size. We show the experimental results in Figure 6.
WiredTiger and LMDB. As expected, WiredTiger performs poorly
under out-of-memory (OOM) workloads because of the combined
overhead of isolation checks and I/O operations. LMDB, on the other
hand, shows strong performance on random lookup and skewed
YCSB workloads during the first 50 seconds, primarily because (1)
OS read-ahead is disabled, improving its OOM behavior, and (2) it
relies on the OS page cache, which typically does not strictly limit
memory usage. Once the OS page cache is full and the kernel needs
to start doing eviction, the performance drops significantly — an
observation aligning with previous findings in [27].

Pointer swizzling. LeanStore (with pointer swizzling) slightly out-
performs other modern designs during the first 50 seconds of the

“While padding could mitigate this issue, doing so would exaggerate the memory
overhead issue further (cf., Section 2.1).
SLMDB uses the OS page cache and will therefore use more of the available RAM.
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Figure 8: TPC-C Workload: Performance during transition
from in-memory to out-of-memory.

experiment, primarily due to its background page provider threads.
Specifically, at the beginning of the experiment, most pages resid-
ing in the buffer pool are dirty, so having dedicated background
threads for evicting these pages helps boost performance. However,
LeanStore eventually trails behind other SSD-optimized designs
due to its inefficient B-tree layout — stemming from the qualita-
tive limitations discussed in Section 2.4, even though it invokes
I/O operations at a higher rate than the other systems, as shown
in Figure 7.

Hash-table-based designs vs. vincache. Compared to vimcache,
our design delivers better performance, mainly because our de-
sign is computationally more efficient, as discussed earlier in Sec-
tion 6.1, allowing it to complete more transactions and deliver
superior overall performance. As Figure 6 illustrates, traditional
achieves performance comparable to SSD-optimized designs in out-
of-memory workloads. This is because I/O is the biggest overhead
in out-of-memory workloads; hence, the in-memory overheads of
the traditional hash table are negligible.

6.3 Changing Workload Evaluation

In addition to evaluating purely in-memory and purely out-of-
memory workloads, we also consider scenarios where the dataset
gradually grows beyond the buffer pool capacity. To simulate this,
we run TPC-C with an initial configuration of 400 warehouses and a
fixed buffer pool size of 128GB across all systems. At the beginning
of the experiment, the buffer pool is approximately half full and
quickly fills up due to the high write rates of the TPC-C workload.
We focus our evaluation on our design, vmcache, and LeanStore, as
other systems performed significantly worse in either in-memory
and/or out-of-memory settings compared to these three modern
approaches.

Figure 8 shows that our design outperforms both vmcache and
LeanStore during the transition from in-memory to out-of-memory
operation. While LeanStore exhibits a smoother transition — thanks
to its background page eviction threads — it ultimately falls behind
the other two, consistent with the results in Section 6.2. Our buffer
manager achieves higher performance throughout the entire exper-
iment; by the end, it delivers 19.7% and 24.6% higher throughput
than vmcache and LeanStore, respectively.

6.4 Ablation Study

To better understand the impact of our conceptual building blocks,
we now analyze how each optimization affects the performance.

11
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Figure 9: Impact of different techniques on buffer pool per-
formance.

We start with the traditional buffer cache as the baseline. Step by
step, we add additional features:

(1) Leveraging optimistic bucket latches to enable lock-free hash
table translations in Section 4.2.

(2) Inlining the first slot directly within the translation array of
the hash table, c.f., Section 4.1.

(3) Predictive translation to exploit superscalar execution in Sec-
tion 3.

For this experiment, we use the same in-memory random lookup
as described in Section 6.1. We show the experimental results in Fig-
ure 9.

Hash table optimizations. As shown in Figure 9, switching from
read-write spin latching to optimistic latching yields a more scalable
hash table design for the translation layer. Specifically, this change
allows lookup throughput to scale with thread-count again. For 192
threads this means an increase by 7.4x. However, it has very little
effect at low thread-counts — actually reducing performance slightly
- in which scenario Predictive Translation shows the biggest im-
provement. The result highlights that optimistic latching, despite
its simplicity and robustness, is a necessary foundation for building
scalable buffer managers — as also discussed in the current litera-
ture [12, 66, 67, 69, 70, 89]. Furthermore, inlining the first hash table
slot directly into the translation array (see Section 4.1) enhances
system throughput by 24.8% with a single thread and by 18.6% at
192 threads. This improvement stems from the low fill factor, where
most hash table chains contain only one translation slot (as will be
discussed in Section 6.6); hence, inlining the first slot considerably
reduces cache misses and enhances performance.

Predictive translation to hide translation overheads. Predic-
tive translation enables the buffer pool to exploit superscalar exe-
cution, effectively hiding the translation overheads and improving
performance. As being shown, the integration with predictive trans-
lation delivers a substantial 20.6% throughput improvement over
the variant without predictive translation in the single-threaded
benchmark, demonstrating its effectiveness.

6.5 Microarchitectural Analysis

To assess whether PrediCache effectively exploits the superscalar
execution capabilities of commodity CPUs, we perform a microar-
chitectural analysis using hardware performance counters from
multiple systems under a single-threaded in-memory uniform ran-
dom lookup workload. LeanStore (pointer swizzling) is excluded
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empty buckets) at different fill factors.

because (1) it uses a fundamentally different B-tree layout, and (2)
it integrates additional features like logging and snapshot isola-
tion [12], introducing significant conceptual differences that pre-
vent fair comparison. The most important hardware performance
counters are shown in the following table:

. L2 dTLB br. fe®

system cycles inst. IPC . . .
miss miss miss stall
PrediCache 3510 1915 0.55 28 3.5 11 131
vmcache 3939 1315 0.33 31 5.1 11 150
Traditional 5090 1574 0.31 34 3.7 11 155

Other potential factors. L2 misses and branch misses are similar
across all systems, so they cannot explain the performance differ-
ences. L1 misses are similar for vmcache and Traditional (46-48)
and lower for PrediCache (35). While the reason for this is unclear
it should only have a moderate effect. L3 misses were analyzed
but excluded as they can only be collected per CCX on modern
AMD CPUs, making them noisy and incomparable to L1/L2 misses,
though they occur in similar numbers as L2 misses across all sys-
tems. iTLB misses were ~0 for all systems. dTLB misses are higher
for vimcache due to its use of 4kB virtual memory pages versus
the 2MB huge pages used by the other systems. Kernel cycles are
negligible for all variants in this workload.

Effect of superscalar execution. PrediCache achieves signifi-
cantly higher instructions per cycle (IPC) than vimcache while also
having fewer frontend stalls than both vmcache and the traditional
variant. While our buffer pool executes more instructions than
vmcache due to additional hash table translations, it effectively
hides this overhead, resulting in comparable CPU cycles. These
metrics, together with the fact that none of the others fully account
for the performance difference discussed above, suggest that the
improvements stem from better utilization of superscalar execution.
In contrast, traditional fails to exploit superscalar execution due to
data dependencies (discussed in Section 2.4), leading to substantially
higher cycle counts.

6.6 Analysis of Hash Table Chain Lengths

As discussed earlier in Section 4.2, one of the key assumptions
that our buffer pool design relies on is that the hash table chains
are mostly short. In this experiment, we empirically evaluate the
chain length distribution by generating random numbers and count-
ing how many go into each bucket with different fill factors, i.e.,
different hash table sizes, to verify the original assumption.

®Frontend stalls occur when a CPU’s fetch and decode stages are delayed, often due to
cache misses or branch mispredictions, reducing superscalar execution efficiency.
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Figure 11: Random Read Workload: Number of copied (pro-
moted) bytes per access

Chain length distribution. As Figure 10 illustrates, even with a
fill factor of 1, 97% of the chains are not longer than three. With
a reasonable hash table size, e.g., twice the size of the buffer pool,
which leads to an expected fill factor of 50%, 77% of the chain lengths
are one. These observations align with prior findings that chain
lengths follow a zero-truncated binomial distribution [41].
Result. In summary, by inlining the first element and using op-
timistic latching for hash table synchronization, the translation
layer remains both lightweight and lock-free, enabling superscalar
execution to effectively hide software-level translation overhead.

6.7 Analysis of Deep Copies during Promotion

As discussed in Section 5.1, the cost of page copies during page
promotion should be minimal, especially for out-of-memory work-
loads. And for all three in-memory benchmarks (i.e., random read,
skewed YCSB, and TPC-C), we observe an amortized cost of less
than 1B copied per page access. For example, Figure 11 illustrates
the overhead of deep copies in the random read scenario. In the
in-memory case, shown in Figure 11 (left), the copy rate remains
relatively constant and low. In the out-of-memory case, illustrated
in Figure 11 (right), the copy rate is initially higher as hotter pages
(e.g., inner B+Tree nodes) are promoted, but it eventually stabilizes
at a low value. Similar patterns and numbers can be observed for

both skewed YCSB and TPC-C.

6.8 Analysis of Pages in Preferred Position

In this microbenchmark, we evaluate two metrics: the proportion
of pages placed in their preferred frames and the proportion of
successful accesses to predicted frames — excluding accesses that
cause page faults. The workload used is a uniform random read
workload on a 128GB buffer pool, yielding the following results:

data size pages in accesses to

preferred pos.  predicted frames
0.5% buffer pool 75% 96%
3x buffer pool 3% 91%

As depicted in the above table, in in-memory scenarios, e.g., the
dataset size is half of the buffer pool, most pages will be in their
preferred frames, explaining the high in-memory performance of
PrediCache. Even in out-of-memory settings, such as when the
dataset is 3x of the buffer pool, 91% of accesses still successfully
exploit predictive translation (e.g., for B-Tree inner pages).
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Figure 12: Estimated memory overhead for buffer manage-
ment metadata.

6.9 Design Goal Validation

As discussed in Section 2.1, previous high-performance buffer caches
fail to satisfy the design goals discussed in Section 2.2, hindering
their widespread adoption. In this discussion, we systematically
evaluate how well our proposed design satisfies each goal in order
to evaluate its practicality:

(1) High performance: Throughout Section 6, we have experimen-
tally demonstrated that our proposed solution outperforms
modern buffer pools in both in-memory and out-of-memory
workloads.
Low memory overhead: Figure 12 shows the estimated mem-
ory overhead across varying dataset-to-buffer-pool ratios.
This figure highlights the problem of vimcache in this regard,
with an overhead of around 39% of the buffer pool size at
100x out-of-memory. In contrast, in our approach, per-page
metadata is embedded within the frame headers, which are
managed by the hash table. As a result, the total metadata
size scales proportionally with the buffer pool size. More-
over, this advantage also enables seamless integration with
state-of-the-art sampling-based eviction strategies, such as
WATT [94] and HyperBolic [21].
Portability: Our buffer pool provides APIs similar to those of
commercial DBMSs and requires no modifications to the OS
kernel or other DBMS subsystems.
(4) Multiple page references: The design natively supports multi-
ple and cyclic page references.
(5) Unlimited number of pages: Using 8-byte PIDs, our buffer
pool supports a (practically) unlimited number of pages.

@

3

~

Thus, our design successfully meets all the design goals defined
in Section 2.2. We believe this work serves as a crucial stepping
stone for DBMSs seeking high-performance caching solutions.

7 Related Work

In Section 2, we already introduced some of the related work we
compare our design against. In this section, we will also include
some other relevant prior work.

Data processing on novel hardware. Enhancing the performance
of database systems often requires rethinking and adapting tradi-
tional techniques to better align with modern hardware - an objec-
tive our proposal also embraces. Some research efforts advocate for
tight hardware-software co-design, as seen in works such as Alonso
et al. [15], Chiosa et al. [26]. A significant body of work focuses
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on leveraging specialized hardware to boost data processing per-
formance, particularly FPGA-based accelerators [20, 28, 29, 36, 55,
58, 90]. In parallel, numerous studies explore how to better exploit
hardware; examples include (but not limited to) vimcache [67], Hy-
Per [62], and Umbra [80], virtual memory-assisted indexing [88],
and a recent effort to optimize graph processing on commodity
systems [50].

DB/OS co-design. The notorious frenemy relationship between
database systems and operating systems has long been recognized
by both communities [27, 31, 40, 75, 91], prompting a range of re-
search efforts aimed at addressing the tension. For instance, Giceva
et al. [40] argue for “opening up the OS” through new declarative
interfaces between the DBMS and the operating system. Building
on this idea, Leis and Dietrich [68] propose fusing the database and
OS into a single unikernel - an approach they suggest is especially
suitable for cloud deployments. Similarly, Zhou et al. [101] present
a practical DB/OS co-design that places the database process di-
rectly in the kernel space of a lightweight guest OS. In contrast, our
design is based on commodity hardware and should be available on
most platforms. Therefore, we believe that the ideas presented in
this paper are complementary to all the DB/OS co-design projects.
Perfect hashing. Perfect hashing is an interesting approach for
completely eliminating hash collisions over a known set of keys,
with some prior works having explored its potential in database
systems [39, 76]. The main disadvantage of perfect hashing is that
it typically requires a static predefined set of keys. In the context
of buffer management, PIDs can theoretically span the full 64-bit
range, making the key space effectively unbounded and dynamic.
Therefore, we argue that perfect hashing is not a good fit for buffer
management.

Variable-sized objects. Modern applications increasingly rely on
rich, contextual data, driving up the need to store large and com-
plex objects in database systems. Use cases such as surveillance
and medical diagnostics demand specialized video databases for
efficient video analysis and management [96, 97]. Similarly, AT and
search applications rely heavily on vector embeddings, which re-
quire database systems to store and index high-dimensional data
effectively [25, 83, 84, 100]. Additionally, analytical workloads also
benefit from columnar formats [6, 7, 11, 63, 87, 99], which also
depend on efficient management of variable-sized objects within
the DBMS. These requirements underscore the growing impor-
tance of efficient large object management within database systems.
Achieving this challenge requires rethinking many aspects of data-
base system design, as analyzed in [82], with support for caching
variable-size pages identified as a key optimization. Our design cur-
rently lacks native support for variable-size pages; however, since
this limitation is orthogonal to transaction processing, we consider
variable-size page caching out of scope for the current work. Nev-
ertheless, extending predictive translation to support variable-size
pages remains a promising research direction for future work. One
possible starting point is to adopt a tiered buffer pool design - each
tier supports different page sizes, similar to that of Umbra [80] and
Bf-Tree [51].

Cost-optimal cloud-native buffer manager. Buffer management
in cloud-native environments poses different requirements than
in single-node DBMSs, especially regarding cost-efficiency. One
possible starting point is to re-evaluate the classical five-minute
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rule [19, 42, 46] and adapt it for cloud-native buffer caches. Duwe
et al. [33] provide a preliminary cost model, but how it maps to real
designs and the trade-offs between cost and performance remain
open questions, which we plan to explore in future work.

8 Summary

In summary, this paper overturns the long-standing belief that hash-
table-based buffer pools must trade simplicity for performance. By
integrating an optimized chaining hash table with predictive trans-
lation, our design successfully exploits superscalar execution to
interleave hash-table translation and page access, thereby hiding
the expensive translations. At the same time, our buffer pool pre-
serves all the key qualitative advantages associated with hash-table-
based designs: It provides a portable, flexible, and self-contained
design with the traditional API and low memory overhead. Predic-
tive translation also allows for multiple and cyclic page references,
unbounded PIDs, and page-metadata storage. Our performance eval-
uation demonstrates that predictive translation can consistently
perform at least on par with other modern designs. Given its com-
bination of qualitative benefits and strong performance, we con-
sider it to be the best approach for buffer management in modern,
storage-optimized DBMSs.
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